***Operators***

**Q: 01 Given:**

**11. public class Test {**

**12. public static void main(String [] args) {**

**13. int x = 5;**

**14. boolean b1 = true;**

**15. boolean b2 = false;**

**16.**

**17. if ((x == 4) && !b2 ){**

**18. System.out.print("1 ");**

**19. System.out.print("2 ");}**

**20. if ((b2 = true) && b1 )**

**21. System.out.print("3 ");**

**22. }**

**23. }**

**What is the result?**

A. 2

B. 3

C. 1 2

D. 2 3

E. 1 2 3

F. Compilation fails.

G. An exception is thrown at runtime.

**Explanation:**

**Correct Option : B**

It gives the output 3 because first if block which is from 17 to 19 it will give false because (x==4)(here comparing the value) Condition is false so it will not execute its body.

In Line 20 (b2=true)(assigning the value) && operator checks if all the condition true then only executes its block of code.

**Q: 02 Given the command line java Pass2 and:**

**15. public class Pass2 {**

**16. public void main(String [] args) {**

**17. int x = 6;**

**18. Pass2 p = new Pass2();**

**19. p.doStuff(x);**

**20. System.out.print(" main x = " + x);**

**21. }**

**22.**

**23. void doStuff(int x) {**

**24. System.out.print(" doStuff x = " + x++);**

**25. }**

**26. }**

**What is the result?**

A. Compilation fails.

B. An exception is thrown at runtime.

C. doStuff x = 6 main x = 6

D. doStuff x = 6 main x = 7

E. doStuff x = 7 main x = 6

F. doStuff x = 7 main x = 7

**Correct Option : B**

**It will give error at run time because main method is not static**

**Q: 03 Given:**

**13. public class Pass {**

**14. public static void main(String [] args) {**

**15. int x = 5;**

**16. Pass p = new Pass();**

**17. p.doStuff(x);**

**18. System.out.print(" main x = " + x);**

**19. }**

**20.**

**21. void doStuff(int x) {**

**22. System.out.print(" doStuff x = " + x++);**

**23. }**

**24. }**

**What is the result?**

A. Compilation fails.

B. An exception is thrown at runtime.

C. doStuff x = 6 main x = 6

D. doStuff x = 5 main x = 5

E. doStuff x = 5 main x = 6

F. doStuff x = 6 main x = 5

**Correct Option : D**

**The scope of doStuff method variable is only inside the method x will be incremented but the scope of that variable is only limited to the method.**

**Question: 04**

**Given:**

**42. public class ClassA {**

**43. public int getValue() {**

**44.int value=0;**

*45.* **boolean setting = true;**

**46. String title=”Hello”;**

**47. if (value || (setting && title == “Hello”)) { return 1; }**

**48. if (value == 1 & title.equals(”Hello”)) { return 2; }**

**49. }**

*50.* **}**

**And:**

**70. ClassA a = new ClassA();**

**71. a.getValue();**

**What is the result?**

A. 1

B. 2

C. Compilation fails.

D. The code runs with no output.

E. An exception is thrown at runtime.

**Correct Option : C due to line number 47 and return statement is also missing**

**5. Given:**

**class Hexy {**

**public static void main(String[] args) {**

**Integer i = 42;**

**String s = (i<40)?"life":(i>50)?"universe":"everything";**

**System.out.println(s);**

**} }**

**What is the result?**

A. null

B. life

C. universe

D. everything

E. Compilation fails.

F. An exception is thrown at runtime.

**Correct Option : D**

**It works like if else**

**Explanation : If(i<40){System.out.prirntln(“life”);}**

**else if(i>50){ System.out.prirntln(“universe”);}**

**else{ System.out.prirntln(“everything”);}**

**6. Given:**

**1. class Example {**

**2. public static void main(String[] args) {**

**3. Short s = 15;**

**4. Boolean b;**

**5. // insert code here**

**6. }**

**7. }**

**Which, inserted independently at line 5, will compile? (Choose all that apply.)**

A. b = (Number instanceof s);

B. b = (s instanceof Short);

C. b = s.instanceof(Short);

D. b = (s instanceof Number);

E. b = s.instanceof(Object);

F. b = (s instanceof String);

**7. Given:**

**1. class Comp2 {**

**2. public static void main(String[] args) {**

**3. float f1 = 2.3f;**

**4. float[][] f2 = {{42.0f}, {1.7f, 2.3f}, {2.6f, 2.7f}};**

**5. float[] f3 = {2.7f};**

**6. Long x = 42L;**

**7. // insert code here**

**8. System.out.println("true");**

**9. }**

**10. }**

**And the following five code fragments:**

**F1. if(f1 == f2)**

**F2. if(f1 == f2[2][1])**

**F3. if(x == f2[0][0])**

**F4. if(f1 == f2[1,1])**

**F5. if(f3 == f2[2])**

**What is true?**

A. One of them will compile, only one will be true.

B. Two of them will compile, only one will be true.

C. Two of them will compile, two will be true.

D. Three of them will compile, only one will be true.

E. Three of them will compile, exactly two will be true.

F. Three of them will compile, exactly three will be true.

**8. Given:**

**class Fork {**

**public static void main(String[] args) {**

**if(args.length == 1 | args[1].equals("test")) {**

**System.out.println("test case");**

**} else {**

**System.out.println("production " + args[0]);**

**} } }**

**And the command-line invocation:**

**java Fork live2**

**What is the result?**

A. test case

B. production

C. test case live2

D. Compilation fails.

E. An exception is thrown at runtime.

**9. Given:**

**class Foozit {**

**public static void main(String[] args) {**

**Integer x = 0;**

**Integer y = 0;**

**for(Short z = 0; z < 5; z++)**

**if((++x > 2) || (++y > 2))**

**x++;**

**System.out.println(x + " " + y);**

**} }**

**What is the result?**

A. 5 1 B. 5 2

C. 5 3 D. 8 1

E. 8 2 F. 8 3

G. 10 2

H. 10 3

**Correct Option : E**

**10. Given:**

**class Titanic {**

**public static void main(String[] args) {**

**Boolean b1 = true;**

**boolean b2 = false;**

**boolean b3 = true;**

**if((b1 & b2) | (b2 & b3) & b3)**

**System.out.print("alpha ");**

**if((b1 = false) | (b1 & b3) | (b1 | b2))**

**System.out.print("beta ");**

**} }**

**What is the result?**

A. beta

B. alpha

C. alpha beta

D. Compilation fails.

E. No output is produced.

F. An exception is thrown at runtime.

**Correct Option : E**

**11. Given:**

**class Feline {**

**public static void main(String[] args) {**

**Long x = 42L;**

**Long y = 44L;**

**System.out.print(" " + 7 + 2 + " ");**

**System.out.print(foo() + x + 5 + " ");**

**System.out.println(x + y + foo());**

**}**

**static String foo() { return "foo"; }**

**}**

**What is the result?**

A. 9 foo47 86foo

B. 9 foo47 4244foo

C. 9 foo425 86foo

D. 9 foo425 4244foo

E. 72 foo47 86foo

F. 72 foo47 4244foo

G. 72 foo425 86foo

H. 72 foo425 4244foo

I. Compilation fails.

**Correct Option : G**

**12. Place the fragments into the code to produce the output 33. Note, you must use each fragment exactly once.**

**CODE:**

**class Incr {**

**public static void main(String[] args) {**

**Integer x = 7;**

**int y = 2;**

**x \_\_\_ \_\_\_; x\*=x;**

**\_\_\_ \_\_\_ \_\_\_; y\*=y;**

**\_\_\_ \_\_\_ \_\_\_; y\*=y;**

**\_\_\_ \_\_\_ \_\_\_; x-=y**

**System.out.println(x);**

**}**

**}**

FRAGMENTS:

![](data:image/jpeg;base64,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)

ass Incr {

public static void main(String[] args) {

Integer x = 7;

int y = 2;

x \*= x;

y \*= y;

y \*= y;

x -= y;

System.out.println(x);

}

}

Yeah, we know it’s kind of puzzle-y, but you might encounter something like it on the real exam.

x \*= x;

y \*= y;

y \*= y;

x -= y;

**13. Given:**

**1. class Maybe {**

**2. public static void main(String[] args) {**

**3. boolean b1 = true;**

**4. boolean b2 = false;**

**5. System.out.print(!false ^ false);**

**6. System.out.print(" " + (!b1 & (b2 = true)));**

**7. System.out.println(" " + (b2 ^ b1));**

**8. }**

**9. }**

**Which are true?**

A. Line 5 produces true.

B. Line 5 produces false.

C. Line 6 produces true.

D. Line 6 produces false.

E. Line 7 produces true.

F. Line 7 produces false.

**Correct option: A,D,F**

**14. Given:**

**class Sixties {**

**public static void main(String[] args) {**

**int x = 5;**

**int y = 7;**

**System.out.print(((y \* 2) % x));**

**System.out.print(" " + (y % x));**

**}**

**}**

**What is the result?**

A. 1 1

B. 1 2

C. 2 1

D. 2 2

E. 4 1

F. 4 2

G. Compilation fails.

H. An exception is thrown at runtime.

**Correct Option: F**

**15. Given:**

**class Scoop {**

**static int thrower() throws Exception { return 42; }**

**public static void main(String [] args) {**

**try {**

**int x = thrower();**

**} catch (Exception e) {**

**x++;**

**} finally {**

**System.out.println("x = " + ++x);**

**} } }**

**What is the result?**

A. x = 42

B. x = 43

C. x = 44

D. Compilation fails.

E. The code runs with no output.

**Correct Option : D**

**16. Given:**

**class Alien {**

**String invade(short ships) { return "a few"; }**

**String invade(short... ships) { return "many"; }**

**}**

**class Defender {**

**public static void main(String [] args) {**

**System.out.println(new Alien().invade(7));**

**} }**

**What is the result?**

A. many

B. a few

C. Compilation fails.

D. The output is not predictable.

E. An exception is thrown at runtime.

**Correct Option: C**

**Invalid calling of method**

**17. Given:**

**1. class Dims {**

**2. public static void main(String[] args) {**

**3. int[][] a = {{1,2,}, {3,4}};**

**4. int[] b = (int[]) a[1];**

**5. Object o1 = a;**

**6. int[][] a2 = (int[][]) o1;**

**7. int[] b2 = (int[]) o1;**

**8. System.out.println(b[1]);**

**9. } }**

**What is the result?**

A. 2

B. 4

C. An exception is thrown at runtime

D. Compilation fails due to an error on line 4.

E. Compilation fails due to an error on line 5.

F. Compilation fails due to an error on line 6.

G. Compilation fails due to an error on line 7.

**18. Given:**

**class Eggs {**

**int doX(Long x, Long y) { return 1; }**

**int doX(long... x) { return 2; }**

**int doX(Integer x, Integer y) { return 3; }**

**int doX(Number n, Number m) { return 4; }**

**public static void main(String[] args) {**

**new Eggs().go();**

**}**

**void go() {**

**short s = 7;**

**System.out.print(doX(s,s) + " ");**

**System.out.println(doX(7,7));**

**} }**

**What is the result?**

A. 1 1

B. 2 1

C. 3 1

D. 4 1

E. 2 3

F. 3 3

G. 4 3

**Correct option : G**

**19. Given:**

**class Mixer {**

**Mixer() { }**

**Mixer(Mixer m) { m1 = m; }**

**Mixer m1;**

**public static void main(String[] args) {**

**Mixer m2 = new Mixer();**

**Mixer m3 = new Mixer(m2); m3.go();**

**Mixer m4 = m3.m1; m4.go();**

**Mixer m5 = m2.m1; m5.go();**

**}**

**void go() { System.out.print("hi "); }**

**}**

**What is the result?**

A. hi

B. hi hi

C. hi hi hi

D. Compilation fails

E. hi, followed by an exception

F. hi hi, followed by an exception

**Correct Option: F**

**20. Given:**

**1. class Zippy {**

**2. String[] x;**

**3. int[] a [] = {{1,2}, {1}};**

**4. Object c = new long[4];**

**5. Object[] d = x;**

**6. }**

**What is the result?**

A. Compilation succeeds.

B. Compilation fails due only to an error on line 3.

C. Compilation fails due only to an error on line 4.

D. Compilation fails due only to an error on line 5.

E. Compilation fails due to errors on lines 3 and 5.

F. Compilation fails due to errors on lines 3, 4, and 5.

**Correct Option: D**

**21. Given:**

**class Fizz {**

**int x = 5;**

**public static void main(String[] args) {**

**final Fizz f1 = new Fizz();**

**Fizz f2 = new Fizz();**

**Fizz f3 = FizzSwitch(f1,f2);**

**System.out.println((f1 == f3) + " " + (f1.x == f3.x));**

**}**

**static Fizz FizzSwitch(Fizz x, Fizz y) {**

**final Fizz z = x;**

**z.x = 6;**

**return z;**

**} }**

**What is the result?**

A. true true B. false true C. true false

D. false false E. Compilation fails. F. An exception is thrown at runtime.

**Explanation:**

**Correct Option: A**

**Because in FizzSwitch method it will return the object of “f1” and it will return to “f3” object.**

**22. Given:**

**class Knowing {**

**static final long tooth = 343L;**

**static long doIt(long tooth) {**

**System.out.print(++tooth + " ");**

**return ++tooth;**

**}**

**public static void main(String[] args) {**

**System.out.print(tooth + " ");**

**final long tooth = 340L;**

**new Knowing().doIt(tooth);**

**System.out.println(tooth);**

**} }**

**What is the result?**

A. 343 340 340

B. 343 340 342 C. 343 341 342

D. 343 341 340 E. 343 341 343 F. Compilation fails.

G. An exception is thrown at runtime.

**Correct Option : D**

**23. Given:**

**1. class Bigger {**

**2. public static void main(String[] args) {**

**3. // insert code here**

**4. }**

**5. }**

**6. class Better {**

**7. enum Faster {Higher, Longer};**

**8. }**

**Which, inserted independently at line 3, will compile? (Choose all that apply.)**

A. Faster f = Faster.Higher;

B. Faster f = Better.Faster.Higher;

C. Better.Faster f = Better.Faster.Higher;

D. Bigger.Faster f = Bigger.Faster.Higher;

E. Better.Faster f2; f2 = Better.Faster.Longer;

F. Better b; b.Faster = f3; f3 = Better.Faster.Longer;